Since the advent of Method Engineering many authors have proposed different approaches to tackle the design and implementation of software production methods. The problem with these approaches is that most of them only focus on one of these tasks, making hard the achievement of the Method Engineering as a whole. On the one hand, the proposals that mainly concentrate on the method design (e.g. [Brinkkemper98, HendersonSellers03, Ralyté03, Mirbel06]) provide rich ways to design methods, but limited (or not-existent) CASE tool generation capabilities. On the other hand, the proposals that mainly focus on the method implementation (e.g. [Kelly96, Grundy96, Roger97, Ferguson00]) provide efficient alternatives to customize CASE tools, but lack the possibility to design software production methods.

Unlike these approaches, the methodological framework proposed in this chapter equally encompasses the method design and the method implementation phases of the Method Engineering lifecycle. In order to support these phases in an effective manner, the methodological framework is based on an MDD infrastructure [Atkinson03]. This infrastructure formalizes in a meta-model the concepts that are available for defining methods and provides model transformation techniques to support the definition of mappings from method specifications to the CASE tools that support them.

This chapter has been structured as follows: first, section 3.1 gives an overview of the methodological framework. Then, section 3.2 presents the framework in detail (the MDD infrastructure the framework is built upon, and the framework phases). Finally, section 3.3 concludes the chapter.
3.1. Methodological Framework Overview

This section provides an overview of the various phases that compose the methodological framework introduced in this chapter. These phases are the method design, the method configuration and the method implementation (see Fig. 3.1). In this methodological approach a combination of the assembly and paradigm-based approaches presented in chapter 2 (section 2.1) has been adopted to face the definition of methods. Specifically, this definition is carried out by means of the SPEM standard [SPEM], which is also described in chapter 2 (section 2.2.6).

![Fig. 3.1. Overview of the methodological framework](image)

**Method design**

During this phase, the method engineer builds the model of the method using SPEM. This model is composed of two parts: the *product part* and the *process part*\(^1\). The *product part* represents the artifacts that developers should construct during the execution of a project, and the *process part* represents the procedures that developers must follow to construct such products. The construction of the method model can be performed from scratch or reusing method fragments stored in a Method Base repository that is implemented

---

\(^1\) The people dimension can be also specified by means of the SPEM primitives: *Role* and *RoleSet*. 
following the RAS standard [RAS]. Specifically, the model resulting from this phase constitutes a first version of the method that includes the elements that compose the method (tasks, products, roles, guides, subprocesses, etc.) but no details about the technologies and notations that will be used during its execution are specified. For instance, the method engineer can specify a generic product called “Business Process Model”, without stating in which notation this product will be created when the method is executed.

**Method configuration**

In this phase, the method model is instantiated with the specific technologies and notations that will be used during the method enactment. This instantiation is achieved by associating tasks and products with editors, transformations, etc. that are stored as reusable assets in a repository called Asset Base (also implemented following the RAS standard). These assets determine how the method elements will be managed in the final tool. For instance, the product “Business Process Model” can be associated with a “BPMN graphical editor”. Thus, the method engineer is indicating that this editor must be included in the generated CASE tool, so that it enables the creation and manipulation of this particular product.

The main benefit of separating the construction of the method model in two phases (i.e. the method design and the method configuration) is that it stresses the importance of reusability, since generic definitions of methods can be stored and then perform different method configurations according to each particular target project or team.

**Method implementation**

During this phase, the method model is used as input of a model transformation that generates the CASE tool support. This tool provides support to both the *product* and *process* parts of the method. On the one hand, the product support consists of the tools that enable the creation/manipulation of the method products (i.e. the reusable assets associated to the method tasks and products in the previous phase). On the other hand, the process support consists of a process engine that enables the method process execution.

---

2 These assets represent the tool dimension of the method.
3.2. Methodological Framework

This section presents in detail the methodological framework. First, it details the framework MDD infrastructure, and then each of the framework phases.

3.2.1. Foundations

This section details the MDD infrastructure that lays the foundations of the methodological framework. In particular, this infrastructure is based on metamodeling and model transformation techniques that allow method engineers to perform the design and implementation of methods.

Meta-modeling

Meta-modeling has always played a key role in the Method Engineering field as it allows the definition at a high level of abstraction of the concepts, constraints and rules that are applicable in the method definition.

The use of meta-modeling in Method Engineering has already been discussed in other works such as [HendersonSellers02], [HendersonSellers06] and [GonzalezPerez08]. In general, proposals that focus on the method design phase usually use meta-modeling as their underlying technique to define the method specifications [Brinkkemper99, Heym92, Mirbel06]. On the other hand, proposals that focus on the method implementation use these techniques to specify the design notations that are to be supported by the generated tools [Grundy96, Kelly96, Roger97].

In the proposal presented in this thesis, meta-modeling techniques are also used for the creation of the method model, in particular following the SPEM standard. A study about the applicability of SPEM to Method Engineering is presented in [Niknafs09]. In this work, the authors present some of the SPEM advantages and disadvantages for supporting the method design. Among the SPEM advantages, in this work are of special interest: (1) wide acceptance in the field of process engineering, (2) good Method Engineering process coverage, (3) support to both product and process parts of methods, and (4) good abstraction and modularization of processes. Regarding its disadvantages, [Niknafs09] points out the lack of executable semantics, but proposes to overcome this limitation by using a model transformation to
transform the process models into executable representations that can be executed by workflow engines.

In order to provide a more in-depth view on how the SPEM meta-model is used in this proposal, below the structure of the method fragments from which SPEM models can be assembled is presented in detail. In general, in the Method Engineering proposals that suggest the use of method fragments, these are obtained by instantiating some class of a meta-model. For instance, in the OPEN Process Framework [Firesmith02] method fragments are generated by instantiating from one of the top levels classes: Producer, Work Product and Work Unit [HendersonSellers10]. Specifically, next subsection details the SPEM classes from which method fragments can be created and, furthermore, it presents a taxonomy that classifies the different types of fragments that are used in the proposal.

Method fragments

The term method fragment is used in this work to denote the atomic element from which methods can be assembled. Specifically, two different types of method fragments are considered: product fragments and process fragments. This differentiation offers several advantages, such as (1) leveraging the separation between product and process specification provided by SPEM\(^3\). Furthermore, it provides the possibility (2) to relate one process fragment with many product fragments and (3) to reuse one product fragment in the definition of many process fragments.

Attending to the different phases identified in the methodological framework, a third type of fragment is actually used. This fragment is called technical fragment, term that was first proposed in [Harmsen97]. Specifically, these fragments contain the tools that are associated to the products and tasks of the method during the method configuration and that make up the infrastructure of the generated CASE tools (i.e. they correspond to the reusable assets of the Asset Base).

---

\(^3\) In order to use the same terminology as the used in the Method Engineering field, in this work the product-process separation of methods and the SPEM separation between method content and method process are considered analogous.
In order to illustrate the hierarchical organization of the various types of fragments, the left side of Fig. 3.2 graphically presents the fragment taxonomy. In this taxonomy, the new abstract category conceptual fragment (also proposed in [Harmsen97]) is introduced for grouping product and process fragments. Moreover, additional information has been included, e.g. the relationship “contains” between process fragments represents the fact that SPEM processes can contain nested subprocesses, and the relationship “Uses” that one process fragment can reference from one to many product fragments.

On the other hand, the right side of Fig. 3.2 shows a very simplified view of the SPEM meta-model. In SPEM, a method is represented by a MethodPlugin, which contains both ContentPackages and ProcessPackages. Within content packages, Tasks, Roles and WorkProducts are stored. Within process packages processes are stored as instances of the class ProcessComponent.

Note that some of these SPEM concepts have been associated with fragments of the taxonomy. These associations illustrate a containment relationship. For instance, process fragments are associated with one ProcessComponent. This represents that, when process fragments are stored in the repository, they contain a SPEM model that includes one instance of the class ProcessComponent. Furthermore, product fragments are associated with ContentElements, which represents that these fragments can contain any instances of Task, Role, and WorkProduct.
Finally, even though it has been omitted in Fig. 3.2, method fragments are defined by a series of properties that enable their later retrieval from the repository. These properties are stored in the manifest file of the RAS asset that embodies the fragment. Specifically, some of the properties defined in [Ralyte01] have been used. According to these properties, our method fragments are characterized by:

- **Descriptor**: it contains general knowledge about the fragment. For now, it is composed of the attributes *origin*, *objective* and *type*. Some examples of valid types in our proposal are *task*, *role* and *work product* for product fragments that contain atomic elements, or *meta-model*, *editor*, *model transformation* and *guide* for technical fragments.
- **Interface**: it describes the context in which the fragment can be reused. For now, it is only composed of the attribute *situation*.

**Model transformations**

In the previous subsection we showed that the application of meta-modeling in the Method Engineering field is not new. However, the Method Engineering approaches that make use of these techniques do not really take advantage of the possibilities that MDD offers. As stated in [Atkinson03], “the application of MDD techniques improves developers’ short-term productivity by increasing the value of primary software artifacts (i.e. the models) in terms of how much functionality it delivers”. Following this statement and contrary to what current Method Engineering approaches do, the framework presented in this chapter leverages models going one step further. Defining the method as a model and considering this model as a software artifact permits to face the implementation of the generation of CASE tools by means of model transformations.

In particular, these transformations have been implemented in the CAME environment that supports the proposal as a single M2T transformation using the XPand language [Xpand], which is the language used within the context of the MOSKitt project. Further details about this transformation are provided in the end of section 3.2.2 (method implementation) and chapter 4.
3.2.2. Phases

This section details the phases in which the methodological framework has been divided. As illustrated in section 3.1, these are the method design, method configuration and method implementation.

Method design

During the method design the method model is built using the SPEM standard. The construction of this model is performed by means of a combination of two of the approaches proposed in [Ralyté03]: (1) the paradigm-based and (2) the assembly-based. In order to illustrate how these approaches are applied in the framework, the Map process meta-model proposed in [Rolland99] is used.

The paradigm-based approach

Fig. 3.3 shows how the method model is built following the paradigm-based approach. The hypothesis of this approach is that the new method is obtained either by abstracting from an existing model or by instantiating a meta-model. This starting model is called the paradigm model. Specifically, in this proposal method models are built by instantiating a meta-model (i.e. the SPEM meta-model).

As shown in the figure, the construction of the method model is performed in two steps: first, the method engineer builds the product model (i.e. the products, roles, etc. that compose the SPEM method content). Secondly, the method engineer builds the process model (i.e. the process component that
composes the SPEM method process. In addition, backtracking to the construction of the product model is possible when building the process model thanks to the refinement strategy.

The assembly-based approach

Fig. 3.4 shows how the assembly-based approach is carried out. This process is followed when the method engineer wants to reuse product or process fragments stored in the Method Base during the construction of the method model.

Fig. 3.4. Assembly-based approach (adapted from [Ralytė03])

As shown in the figure, the fragment selection is requirements driven. Thus, the method engineer starts by specifying the requirements of the fragments to be retrieved. These requirements are specified as queries that must be formulated by giving values to the method fragment properties (see section 3.2.1). As an example, a query for retrieving a product fragment containing a task for system specification may include parameters as follows:

| Type = ‘Task’ AND Objective = ‘System Specification’ |
Once the fragments have been obtained\(^4\), the intention *assemble fragments* must be achieved by means of the *integration* strategy. This strategy consists of the integration of the selected fragments into the method model (considered here as a process fragment of a higher level of granularity). Depending on the type of the fragment this integration varies. For product fragments, the tasks, roles etc. are directly included in a *content package*. For process fragments, the process elements are included as a subprocess in the method under construction. For this purpose, SPEM provides the class *CapabilityPattern*.

Fig. 3.5. Example of method fragment integration

Fig. 3.5 shows an example of integration of a method fragment into a method model, which has been created by means of the EPF Composer Editor (a SPEM editor provided in the EPF Project [EPF]). The right side of this figure shows an Eclipse view implementing a repository client. Its content represents method fragments that are stored in the Method Base. Through this view, the method engineer can search and select method fragments and integrate them into the method model.

Finally, note that during the method design new fragments can be created for their later reuse during the construction of other methods. In order to illustrate how product and process fragments are created, Fig. 3.6 shows the process that must be followed.

\(^4\) Note that if a process fragment is retrieved, then the associated product fragments are automatically selected. This is due to the one-to-many cardinality of the relationship between product and process fragments in Fig. 3.4.
First, the method engineer explores the method model in order to identify the elements that must be included in the conceptual fragment to be created. These elements will be tasks, roles, etc. (for a product fragment) or a process component (for a process fragment). Then, the method engineer defines the fragment by giving values to the fragment properties. Once this process is completed, a RAS asset is created and stored in the Method Base.

**Method configuration**

In this phase the method model is completed by including details about the technologies and notations that will be used during the method execution. Fig. 3.7 shows how the method configuration is performed. In particular, the method engineer specifies the requirements that are used to retrieve a technical fragment from the Asset Base. Once this is done, the method engineer associates it with a task or product of the method model.

Note that it is possible that no suitable technical fragment is available in the repository. In case the method engineer considers that a new technical fragment must be created, a process similar to the one defined in Fig. 3.6 is followed. First, the required tool is implemented ad-hoc for the method under construction. For instance, in the CAME environment that supports this proposal (see chapter 4) these tools are implemented as Eclipse plugins developed using the CAME environment itself. Once the tool is implemented, the method engineer defines the technical fragment by giving values to the
fragment properties. Then, a RAS asset is created and stored in the Asset Base.

Below, the various types of technical fragments that can be stored in the Asset Base are detailed. Furthermore, for each of these types, it is specified to which elements they can be associated and for which purpose:

- **Meta-model:** meta-models can be associated to method products to specify the notation that will be used in the generated CASE tools for their manipulation (e.g. the “BPMN meta-model” can be associated to the product “Business Process Model”).
- **Editor:** textual/graphical editors can be associated to method products to specify the resource that will be used in the generated CASE tools for their manipulation (e.g. a “BPMN graphical editor” can be associated to the product “Business Process Model”).
- **Transformation:** model transformations can be associated to tasks of the method. This entails that these tasks will be automatically executed in the generated CASE tool by means of the model transformations (e.g. a M2T transformation can be associated to the task “Generate report”).
- **Guide:** guides (i.e. text files, process models, etc.) can be optionally associated to manual tasks of the method. These files will be included in the generated CASE tool and will assist software engineers in the performance of the tasks. For instance, a map can be associated to the task “Build Business Process Model” to define as a process model the steps that must be followed to perform the task.

Fig. 3.8 shows an example of a technical fragment containing a BPMN graphical editor. This fragment is packaged following the RAS standard. According to RAS, reusable assets are represented by zip files that contain a manifest describing the asset properties and one or more artifacts that compose the asset. Specifically, the asset of Fig. 3.8 is composed of the manifest file and the Eclipse plugins that implement the graphical editor.
Method implementation

This section describes the part of the methodological framework that deals with the construction of the CASE tool that supports the method resulting from the method configuration phase. Specifically, this tool is generated by means of model transformations. Fig. 3.9 provides a graphical overview of this process and Fig 3.10 a detailed view of the structure of the generated CASE tools.

Fig. 3.9. Overview of the tool generation process
Fig. 3.10. Structure of the generated CASE tools

The core of the generation process is a model transformation that obtains a software tool supporting the method specified in the configured method model. As shown in Fig. 3.9, the transformation uses the product and process parts of the method model in order to obtain a CASE tool that gives support to both parts as follows:

- The support provided for the *product part* involves all the resources that enable the manipulation of the method products. This support is given by the software components that make up the infrastructure of the tool and correspond to the technical fragments that were associated to the elements of the method during the method configuration phase.
- The support provided for the *process part* corresponds to a software component (i.e. the Project Manager Component) that enables the execution of method instances by means of a process engine. During the method execution, this component invokes the different software resources that allow the software engineers to create and manipulate the method products.

*Software support for the product part*
This subsection focuses on the part of the model transformation that obtains the tool support for the product part of the method. This product support constitutes the dynamic part of the tool, i.e. the part that is obtained from the method model and thus it is dependent of the method that has been specified. Specifically, it refers to the tools (editors, transformations, etc.) that have to be integrated into the final tool to enable the creation and manipulation of the method products. For instance, a method that includes a product such as a “Business Process Model” requires the inclusion within the CASE tool of a proper editor to manage this kind of models.

Furthermore, to obtain a valid product support it is necessary to solve the dependencies of the software components required to support the product part with other software components. Therefore, two steps must be performed by the model transformation: (1) identifying the software resources necessary to support the tasks and products of the method and (2) solving the dependencies between software resources.

In a first step, the model transformation explores the method model and identifies the software resources that are necessary to support the tasks and products of the method. The software resources are identified by means of the reusable assets (technical fragments) that were associated to these elements during the method configuration. Note that when a task or a product does not have an associated asset, the generated tool will not provide support to that element.

Once the required software resources are identified, it is necessary to solve the potential conflicts that can arise when integrating these resources into the same platform. To achieve this goal, the dependencies between software resources are specified within the assets. This specification allows the transformation to retrieve the dependencies for each software resource identified in the previous step and to include them in the final tool. Note that, for this purpose, the resources that represent the dependencies must also be stored in the Asset Base repository.
As an example consider the asset of Fig. 3.8 containing the MOSKitt BPMN editor. This asset defines a dependency with the MOSKitt MDT component\(^5\). Therefore this component must also be included in the final tool.

*Software support for the process part*

In addition to the support provided for the product part of the method, the generated tool also provides support for the process part. The process support is provided by means of a software component that is always included in the generated tools. This component is called the *Project Manager Component* and constitutes the static part of the tool (i.e. its implementation is independent of the method that has been specified). This component implements a graphical user interface (GUI) that guides and assists software engineers during the execution of method instances (projects). To make this possible, the Project Manager Component uses the configured method model at runtime\(^6\).

Specifically, the Project Manager Component is divided into four components of a lower level of granularity. These components are the following (see Fig. 3.11):

- **Project Manager (PM)**. This is the core component as it centralizes the management of the other three subcomponents. In addition, it contains the implementation of the GUI.
- **Process Management**. This component makes the access to the process engine transparent for the PM. Note that SPEM does not contain executable semantics. Therefore, up to now the process engine is implemented as a light-weight process engine that keeps the state of the running method instances. As future work, the integration of the Activiti engine [Activiti] into the CAME tool that support the proposal is being planned. This will require the definition of a model transformation to map SPEM models into BPMN 2.0 models that can be executed by Activiti.

\(^5\) The MOSKitt MDT component implements the functionality that is common to all the MOSKitt graphical editors (such as copy & paste, view creation, etc.)

\(^6\) Runtime in this context corresponds to the method instances execution in the CASE tool
- **Product Management.** This component is in charge of invoking the tools that support the product part of the method based on the state of the running method instance. In other words, it invokes the editor, transformation, etc. that is needed to perform the current task of the method.

- **Method Specification.** This component loads the different elements of the method model (roles, tasks, products, etc.) to facilitate later access to them.

![Fig. 3.11. Structure of the Project Manager Component](image)

### 3.3. Conclusions

The combination of the MDD paradigm and the technology provided by the MOSKitt platform represents an adequate setting to turn Method Engineering into reality. Our methodological framework benefits from this combination. On the one hand, the application of MDD techniques has enabled the coverage of both the design and implementation of software production methods. On the other hand, the MOSKitt plug-in based architecture and its integrated modeling tools provide a suitable platform to support the framework and does not present the deficiencies found in current tools.
Specifically, this chapter has focused on the most theoretical part of this methodological framework.

Our framework aims to provide assistance to method engineers during the definition of project-specific methods and the construction of the corresponding supporting tools. Following the MDD paradigm, meta-modeling techniques based on the SPEM standard are used for building the method specifications as machine-processable models. One of the main novelties of the framework is that, unlike current Method Engineering approaches, it leverages these models by using them as inputs of model transformations that perform the CASE tool generation process.
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